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Abstract
Many organizations have implemented their organizational processes within integrated information systems using formal process models. These processes, which have been implemented in different organizations can share significant amount of similarities. Analysis and mining of these processes for identifying similarities can lead to valuable insight for the organizations. There has already been work on mining process models from event logs for an individual organization. The objective of this paper is, however, to detect and extract common process fragments from a family of processes that may not have been executed within the same application/organization. These identified common fragments can be used as building blocks of future applications or be used for refactoring existing applications. To this end, we first provide a precise definition of process fragments. We define morphological fragments as operationally identical fragments. We then propose an algorithm for extracting morphological fragments from process event logs. We discuss the relative performance of our proposed algorithm and its applicability in practice.
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1 Introduction
Many organizations have replaced their traditional processes, which would be executed and monitored manually, with the so-called Process Aware Information Systems (PAIS) [1]. Business Process Management (BPM) technology lies at the core of PAIS and promotes effectiveness and efficiency of business processes [6]. In the relative short evolution lifetime of BPM technology, the number of already deployed process models within organizations has grown exponentially [22].

With the growth in the formal deployment of business process models, new challenges are faced. One of the challenges that is of interest to our work in this paper is the co-existence of multiple variants of the same business process fragment in different peer organizations [14]. For example, in municipalities, many of the processes are driven by legislation, e.g., determining the property sales tax rate. Therefore, the processes that are executed in the different departments of these organizations are extensively regulated and therefore quite similar. However, while legislation is establishing the important fundamentals, some degree of freedom is given to the execution units regarding the concrete implementation of such processes. So, different departments are following very similar processes that have been slightly adapted based on their local needs and preferences, e.g. depending on demographics and political choices, the size of the organization [11].
Given one could find a significant amount of similarity between a large number of process fragments within similar organizations, consolidating families of process variants can assist organizations in improving their operations and to design more efficient new process models.

Process similarity and process merging are two concepts, which are commonly used for detecting commonality and variability between processes and for effectively configuring them [20][17]. In process similarity, the distance between two process models is calculated [7]. In process merging, a consolidated solution is offered by combining two or more process models [11]. In process configuration, a consolidated model representing the family of process variants is specialized for a given purpose [5].

Many existing work in the literature identify process fragments and variabilities through comparison of structural similarities of business process models [12][13]. In our work, we will focus on the harder problem of identifying process fragments by only analyzing process event logs. This is mainly driven by the fact that the process models that are initially designed are often different from the ones that are actually being executed due to the gradual changes that are made on the models under execution [18].

In this paper, we propose a new process fragmentation algorithm, which take as input a collection of event logs of process variants’ execution and extracts common reusable fragments from them. Our method can have many applications in process configuration and process optimization. For instance, by employing our method, configuration can be done at the level of fragments instead of activities; therefore, significantly reducing the complexity of the consolidated model. The higher the number of detected fragments is, the higher complexity reduction would be. The identification of the common process fragments from a family of process variants can enable the detection of the best fragments based on the users’ needs. To the best of our knowledge, although there are various techniques for process fragmentation, there are no techniques that fragment a family of process models based on a collection of event logs. In this paper, we propose a new approach for extracting common fragments from a set of process variants based on a collection of event logs.

As support for our method, we provide the following contributions:

- First, we provide a precise definition for process fragments. This detailed definition of process fragments will be the basis for our work.

- Second, our fragmentation method considers a collection of processes together as a whole instead of only one process model at a time. We contend that in this case, the proposed fragmentation method collectively considers the characteristics of the whole collection of process models. Considering each process separately may overlook similarities [8].

---

Fig. 1: Four operationally identical fragments with different structures.

- a) Fragment 1
- b) Fragment 2
- c) Fragment 3
- d) Fragment 4
Third, the proposed approach directly captures process fragments based on a collection of event logs. This leads to a lower error rate compared to the techniques, which rely on the structure of process models.

The rest of the paper is organized as follows. Section 2 establishes the basic terminology and definitions that are adopted in this work. In Section 3, we discuss related work on process fragmentation. In Section 4, the proposed approach is described. In Section 5, we apply the proposed approach on a real-life event log collection and Section 6 concludes the paper and suggests directions for future work.

2 Definitions

Process fragmentation (also known as process decomposition or process modularization [15]) is the basis for techniques supporting management, reusability and analysis of process models [13]. Although there are existing works on the fragmentation problem, there is yet to be a precise definition for process fragments [15]. In [13], a process fragment is defined as “any arbitrary subset of the process elements comprised within a process model”. In other words, a process fragment can be thought of as any selection of the process elements, even empty set. This definition is very generic. In [15], some guidelines are provided on how to select parts of a process model as fragments. According to these guidelines, good candidates for process fragments are components with a single input and single output control flow arc (also referred as single entry and single exit, SESE). Also, depending on the intended usage of process fragments, some structural constraints may be added to the definition [13]. It should be noted that all publications in the fragmentation domain, assume that there is only one process model to be considered as input [13]. In this paper, we propose a new fragmentation approach, which takes any number of processes as input and extracts common fragments between them.

We start by providing a definition for process fragments.

Definition 1: A process fragment $F$ is a directed graph described as $F(A, G, R, n_{i}, n_{e})$ where $A$ is the set of activities, $G$ is gateways and $R \subseteq (A \times G) \cup (G \times A) \cup (G \times G)$ is the set of control flow relations. A process fragment $F$ is a subset of the process model elements, which have single input $n_{i}$ and single output $n_{e}$ nodes. These input/output nodes can be an activity or an operator or start/end nodes.

Based on this definition, we can fragmentize a process model, but it would not be satisfactory to be used for identifying process similarity or multi-process analysis in our case. In multi-process analysis (e.g., a family of process variants) finding common fragments between process variants can be very valuable. Using this fragment definition, two fragments $f_{1}$ and $f_{2}$ within two process variants $p_{1}$ and $p_{2}$ are shared, if and only if they are identical. For example in Figure 1, fragment 1 and 2 are not identical, so they cannot be captured as common fragments between two process models, while they perform operationally equivalent tasks. In the following we further define morphological fragments to address this issue:

Definition 2: Two fragments $F_{1}(A_{1}, G_{1}, R_{1}, n_{i1}, n_{e1})$ and $F_{2}(A_{2}, G_{2}, R_{2}, n_{i2}, n_{e2})$ are morphologically identical if they perform a similar task but in different ways. These fragments must have the same start and end nodes ($n_{e1} = n_{e2}$ and $n_{e1} = n_{e2}$). Intermediate nodes must also be identical ($A_{1} = A_{2}$), but they can have different order or different relations.

In Definition 2, the relations between any intermediate activities ($R_{1}$ and $R_{2}$) within a fragment are ignored. The reason is that two fragments that have identical enter/exit nodes and identical intermediate activities, and are perform-
ing a similar task, would be considered to be very similar fragments that only have structural variances, hence the term morphological fragment.

For instance in Figure 1, four operationally identical fragments are shown. All four fragments try to determine the maximum allowable amount of loan that can be given to a person; however, each achieves this in a different way. Activity A sends a request to the bank for getting a loan. All fragments start with this activity. Activity B is the computation of the applicant’s loan capacity and activity C is a check on the applicant’s credit history. Finally, activity D is about making a decision. As seen in Figure 1, activities B and C can be placed in different relations to each other. This difference is only probably due to various branch managers’ choices.

Furthermore, we assume in Definition 2 that two fragments that have the same start and end nodes and have the same or similar activities (regardless of the logical relationship between them), are operationally similar. We consider two activities similar if they perform the same set of operations. In some process variants, one activity may be divided into two or more activities. For example, in Figure 2 activity B1 sends a credit history check request, activity B2 is processing and responding to the check credit history request. In fact, activity B that is described in Figure 1 is divided into two activities B1 and B2 in this example, which need to be identified as being the same as activity B. It should be noted that similar to existing work in the literature, we assume that event labels used in different event logs for the same family of processes are the same for similar events. In other words, we will not deal with scenarios such as the case where B1 and B2 collectively represent B.

3 Proposed Approach

In this section, we present a new approach for mining common morphological fragments in a process variant family from a collection of event logs. As will be covered in the related works section, all existing fragmentation algorithms are based on the structure of the process models and not based on event logs. In this paper, we are interested in identifying fragments directly form a collection of event logs. Our goal is twofold. First, we are interested in reducing the detection error rate, i.e., the number of misidentified fragments. It has already been discussed that algorithms dealing with event logs are prone to such errors [2] [3]. Second, we would like to improve the fragmentation identification speed of the algorithm. Given intermediate node structures is not important in the morphological fragment definition, if fragments could be directly extracted from unstructured event logs, there is no need to consider activity relationships and therefore it can significantly speed up the process.
We divide the proposed approach into two main phases: i) generating $L$-grams (successive $L$-grams) from each set of event logs and ii) finding common $L$-grams between organizations event logs. In the next section, a detailed description of these phases is given.

### 3.1 Generating $L$-grams from each set of event logs

For the sake of simplicity, we will first assume that we intend to identify fragments with length $L$. To this end, we generate all $L$-grams (successive $L$-grams) from each set of event logs. For better understanding, we explain the method with an example.

Imagine there are four organizations each of which executes a loan application process. Each organization has its event log dataset. This is shown in Figure 3. For instance, we assume that organizations have operationally identical fragments that check the amount of possible loan that can be given to any person, but this is achieved in different ways. The corresponding fragments of each event log are shown below them in the figure. We will first generate all $L$-grams. To this end, we take a window of size $L$ around all event traces and generate all possible $L$-grams. This is shown in Figure 4. In this figure, three traces of $S_1$ are shown: EHABCDGF, HEABCDGF and HEABCDGF. Taking a window of 4 around EHABCDGF, we can generate five 4-grams: EHAB, HABC, ABCD, BCDF and CDFG. In a similar vein, we can generate five 4-grams for HEABCDGF: HEAB, EABC, ABCD, BCDF and CDFG. Likewise, five 4-grams for HEABCDGF: HEAB, EABC, ABCD, BCDF and CDFG. All of the 4-grams for the four organizations event logs are shown in Figure 4. It should be noted that since the relations between the intermediate ac-
tivities do not matter, we do not need to calculate 4-combinations or 4-permutations in our work. With this approach we are able to generate L-grams with any size L.

### 3.2 Detecting common L-grams between organizations' event logs

After generating all L-grams (L = 1 to maximum length of all traces), we will now need to detect shared L-grams between organizations that respect the properties outlined in Definition 2. We present a fast and accurate method for identifying such common L-grams. For the sake of simplicity, we will follow the previous running example. Assume that there are 8 activities in all organizations named: A, B, C, D, E, F, G and H. We map each activity to a numerical representation, which is a power of 10 as shown in Figure 5. Now, we assign each trace T to a numerical value (\(T_{\text{Value}}\)) using the following formula:

\[
T_{\text{Value}} = \sum_{j=1, j \neq O} A_j + \varepsilon \times A_I + \kappa \times A_O
\]  

(1)

where \(A_I\) is the numerical representation of the first activity of the trace and \(A_O\) is the numerical representation of the last activity and \(A_j (j \neq I, J \neq O)\) is the numerical representation of other activities in the trace. Using this formula, we are able to develop a unique numerical representation for each L-gram. In light of this, ABCD and ACBD traces, which are operationally identical according to Definition 2, will have the same value. The reason is that each activity regardless of its position in the trace has a unique value (a power of 10). We have added two different coefficients for the first and last activities, which distinguish the first and last positions in the trace. The important point is that the coefficients should make a difference between first and last positions and the other positions in a trace. An example of mapping traces to numerical values is shown in Table 1 by assuming \(\varepsilon \) is 2 and \(\kappa \) is 3. The two constants \(\varepsilon \) and \(\kappa \) can be any value as long as they distinguish between the first and last positions and the rest of the positions and they should not be a power of 10.

As shown in Table 1, ABCD and ACBD traces have equal numerical values. DBCA has different value compared to ABCD because their first and last activities are different. The red numbers in Figure 4 are numerical values, which have been assigned to each 4-gram.

<table>
<thead>
<tr>
<th>Trace</th>
<th>Mapping Calculation</th>
<th>Numerical Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>ABEG</td>
<td>(2 \times 10^7 + 10^6 + 10^5 + 3 \times 10^3)</td>
<td>21,001,030</td>
</tr>
<tr>
<td>ABCD</td>
<td>(2 \times 10^7 + 10^6 + 10^5 + 3 \times 10^4)</td>
<td>21,130,000</td>
</tr>
<tr>
<td>ACBD</td>
<td>(2 \times 10^7 + 10^5 + 10^6 + 3 \times 10^4)</td>
<td>21,130,000</td>
</tr>
<tr>
<td>DBCA</td>
<td>(2 \times 10^4 + 10^6 + 10^5 + 3 \times 10^7)</td>
<td>31,120,000</td>
</tr>
</tbody>
</table>
If an $L$-gram contains a loop (at least one activity is repeated more than once), duplicated activities will be removed and the $L$-gram will be converted to an $(L-k)$-gram ($k$ is the number of removed activities).

### 3.3 Proposed Algorithm

Algorithm 1 shows the pseudo-code of the algorithm that extracts morphological fragments from multiple event logs. It consists of two functions called: a) `getMorphologicalFragment`, which is the main function and returns the best-detected fragments and b) `extractL-Fragment`, which extracts fragments with length $L$. For the sake of efficiency, we have defined a new data structure, which is shown in Figure 6. In the $L$-gram number cell, numerical value of the fragment is shown. $O_i$ ($1 < i < N$) cell contains frequency of $L$-gram number in $O_i$ organization and cell $L$ shows the length of the fragment. Therefore, Figure 7 shows a fragment with numerical value of 21,130,000 and length 4, which has occurred 35 times in $O_1$ and 8 times in $O_N$ and never in $O_2$.

We can index an array of this data structure based on the $L$-gram number. In Algorithm 1, $f$-array is of this new data structure type and contains all $L$-grams. In `extractL-Fragment` function if an $L$-gram is detected as a fragment, it will be removed from all traces (using `removeFromTraces` function) and the remaining parts of the traces will be updated (using `updateL-Gram`).

These operations are repeated till all fragments are identified. In Equation (2), the $isFrag$ function is described.

$$isF(t) = \left[ \sum_{i=1}^{S} \left[ \frac{F_{r_i}^t}{N_i} - \alpha \right] \right] - \beta$$

$$0 \leq \alpha \leq 1$$

$$0 \leq \beta \leq 1$$

Equation (2) defines function $isF(t)$, which determines whether $t$ is a morphological fragment, or not. In this equation, $S$ is the organization number, $t$ is a candidate $L$-gram, $F_{r_i}^t$ is the number of occurrence of $t$ in organization $i$, $N_i$ is the number traces in organization $i$. Here, $\alpha$ is a locality factor and $\beta$ is a global factor. We employ the locality factor for removing noise or low frequency patterns. That means if a candidate $L$-gram has low frequency in each organization, even if a large number of organizations include it, it cannot be selected as a good morphological fragment, because it may be noise or an exception in these organizations. So, we calculate relative frequency of $t$ and subtract $\alpha$ form it. If the ceiling function is equal to 1, it means that $t$ has a good frequency in the organization. The constant $\beta$ is then used to ensure that the identified morphological fragment has been at least seen in a minimum number of organizations.

### 3.4 Computational Complexity Analysis

The proposed approach is straightforward to implement, has polynomial time complexity and converges to a global solution. In this section, the time complexity of the proposed approach for the

---

**Algorithm 1**

```plaintext
var f-array
var fragments;
var maxIndex := -1;

function getMorphologicalFragment()
begin
    maxFragNo := 0;
    for L:=1 to 1 do
        fc := extractL-Fragment(L,0);
        if fc > maxFrag
            maxFrag := fc;
            maxIndex := L;
    end
end

function extractL-Fragment(L, var fragNo)
begin
    if f-array(L) is fragment
        fragments[L] := getFragments();
    removeFromTraces(f-array(L));
    updateL-Gram(size(f-array(L)));
    else
        return 0;
    end
    fragNo++;
    extractFragment[T-L, fragNo];
    return fragNo;
end
```

Fig. 8- The proposed algorithm for extracting common morphological fragments
main parts of the algorithm is explained. This time complexity is determined independent of the implementation technique.

### 3.4.1 Time complexity of generating L-grams

Assume that we have $S$ organizations, each of which contains $N$ traces of event logs. Also, assume that each trace has a maximum size of $T$. We can calculate the number of created L-grams as follows:

$$L\text{-gram}_i = \sum_{i=1}^{T} S \times N \times (T - i + 1)$$

$$= S \times N \sum_{i=1}^{T} (T - i + 1)$$

$$= S \times N \times \frac{T^2 + T}{2}$$  \hspace{1cm} (3)

As seen in Equation (3), the time complexity of generating L-grams is $O(SNT^2)$. As the number of organization is limited, the values of $S$ can be ignored. Thus, the time complexity for this part is $O(NT^2)$.

### 3.4.2 Time complexity of detecting common L-grams

The time complexity for calculating numerical value corresponding to each trace is constant $C$. Hence, the time complexity for calculating numerical value of all traces is equal to the number of them. Likewise, the time complexity for detecting common fragments is in the order of the number of traces. Therefore, the time complexity of detecting common L-grams and the proposed method as a whole is $O(NT^2)$.

## 4 Case Study

In this section we give a real case on how we used the proposed approach to extract the common fragments in workflow management system in municipality of Mashhad\(^5\). This system is an electronic organization system and a large number of processes are implemented in it such as vacation request process, settlements process, services purchase, and others.

### 4.1 Background

Mashhad is the second most populous city in Iran and is the capital of Khorasan Razavi Province. Mashhad municipality has 13 regions and 16 organizations. In this case study we selected the purchasing process event logs for extracting common morphological fragments. The purchasing process is executed in most regions and organizations of Mashhad municipality, but is customized differently for each of them.

When an organization intends to place an order, the responsible employee fills in the required information, including the general information, goods information (type, numbers, code, date etc.) and some extra specifications. Then a purchasing process is started. Several checks and confirmations may be required during the process. For example, the sales department can check the order

\(^5\) gam.mashhad.ir
and complete any missing fields; the stock department checks the stock; and the financial department calculates the price. Depending on the specific organizations, these sub-processes might be executed with different orderings. For instance, the checks performed by the stock and the financial departments can be done in parallel or in sequence.

It should be noted that given Mashhad municipality had not logged the event data in a suitable format such as XES\(^2\), we had to manually make some changes to the event log data. In Table 2, some properties of this event data are shown.

### Table 2: Statistics about purchasing process models and its event logs

<table>
<thead>
<tr>
<th>Feature</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of organizations</td>
<td>18</td>
</tr>
<tr>
<td>Average number of process model elements</td>
<td>64</td>
</tr>
<tr>
<td>Average number of selected event log records form each data set</td>
<td>1000</td>
</tr>
</tbody>
</table>

#### 4.2 Finding Common Morphological Fragments

The result of the proposed fragmentation technique on the purchasing event log is shown in Figure 9. There were 18 organizations and regions that had different purchasing processes. In addition to executing our fragmentation process, we also investigated the values of \( \beta \) that was defined

---

\(^2\). [www.xes-standard.org](http://www.xes-standard.org)
in Section 4. Changing $\beta$ can results in higher or lower number of common morphological fragments. In Figure 9 the result of the fragmentation process with different values of $\beta$ are shown. With value of 0.5 for $\beta$, 4 common fragments among fifty percent of organizations and regions are detected. Maximum number of common fragments is achieved when $\beta$ is 0.1. In this case, 6 common fragments are detected. Our experimental observations show that 4 of these 6 fragments are good and 2 of them are small and are not too meaningful. Our investigation shows that lower values for $\beta$ do not produce meaningful fragments and higher values for it will identify more accurate fragments. Our understanding is that the value of 0.6 is a good choice for $\beta$. In other words, if a fragment is common in more than sixty percent of organizations, it can be considered to be a suitable morphological fragment that can be reliably extracted.

Another interesting finding from our case study is the following: If the difference between the number of morphological fragments identified by lower beta values is close to the number of fragments identified by higher beta values, it can be inferred that the process variance between organizations is very low. In other words, the organizations have implemented their processes quite similarly.

In Figure 10, four variants of a morphological fragment that have been extracted from the purchasing processes of 18 different organizations are shown. These fragments perform an equivalent task in different ways and therefore have been selected as morphological fragments by our approach.

5 Discussion

In Section 4, we presented a novel approach for extracting common morphological fragments. As described previously, each activity in event logs is uniquely represented. So one might think that techniques for finding sub-string methods such as Longest Common Subsequent (LCS) [16] or some modern computational approaches in genomic [23] can be used for extracting common fragments. In this section, we want to analyze LCS as one of the famous string processing methods and discuss its pros and cons.

LCS is a classic computer science problem and its goal is to find the longest common subsequence among the set of sequences and has many applications in bioinformatics [16]. To describe LCS, let $S_1 = a_1a_2 \ldots a_m$ and $S_2 = b_1b_2 \ldots b_n$ ($m \leq n$) be two sequences. A sequence that can be obtained by deleting some symbols of another sequence is referred to as a subsequence of the original sequence. A common subsequence of $S_1$ and $S_2$ is a subsequence of both $S_1$ and $S_2$. A longest common subsequence is a common subsequence of greatest possible length.

For the general case of an arbitrary number of input sequences, the problem is NP-hard [4]. When the number of sequences is constant, the problem is solvable in polynomial time through dynamic programming. For the case of two sequences of $n$ and $m$ length, time complexity of the dynamic programming algorithm is $O(n \times m)$. For an arbitrary number of input sequences, time complexity of dynamic programming approach is:

$$O\left(\sum_{i=1}^{N} n_i\right) \quad (4)$$

where $N$ is the number of sequences. There exist algorithms with lower time complexity [4]. In comparison to LCS, our proposed approach has polynomial time complexity versus exponential complexity of LCS for the variable number of $L$-gram. More importantly, there are constraints on morphological fragments such as insensitivity of activity sequences as long as they are within the same fragment that cannot be satisfied by LCS. Therefore, it is not possible to employ LCS directly for extracting common fragments in process logs.

6 Related Work

The contribution of our work is related to a stream of research, referred to as process fragmentation. A survey of different fragmentation (also referred to as modularization, see e.g. [15], or decomposition, e.g. [21]) algorithms can be found in [13]. In [13], a classification framework investigates the characteristics of fragmentation techniques for process models and the properties of the resulting process fragments. The classification criteria presented in [13] provides (1) a basis for classifying existing fragmentation techniques, and (2) a “check-list” of what authors should consider in their fragmentation approaches.
Reijers et al. [15] propose three types of criteria for fragmentation namely: a) the block-structuredness of the subprocess, b) the connectedness of nodes in the subprocess, and c) the similarity of the labels of the nodes in the subprocess. A process is called block-structuredness if it has a single entry and a single exit (SESE). A collection of nodes is connected if the nodes in the collection are more strongly connected by arcs to each other than to nodes outside this collection.

In [9], a fragment identification approach based on sharing analysis is presented. They have used Horn clauses designed to adequately enforce sharing between inputs and outputs of the workflow activities. Nevertheless, it is not interesting in fragmentation because describing the data objects does not influence the sharing analysis processing, and consequently, the obtained fragments are the same as when data objects are taken without description.

The idea of distributed processes execution has been tackled in [19]. The authors dynamically separate one integrated workflow model into small partitions at process runtime and allocate them to different servers to be executed. The focus of this work is on distributed execution of one process model.

To the best of our knowledge, all fragmentation techniques receive one process as input. In [13], it has been noted that fragmentation is the act of creating process fragments out of one process model by applying a fragmentation technique. There has only been the work in [8] that processes a collection of process models as input and extracts common sub-process using process similarity methods. Although in [8] a collection of process models is received as input, but the proposed fragmentation approach only considers one process model at a time instead of the collection together as a whole. Also, all fragmentation algorithms that are available in the literature are based on the process model structure and not their event logs.

7 Conclusion

In this paper, we presented a new definition for operationally identical sub-processes called morphological fragments. Based on this definition, we presented a new method for extracting common fragments from a collection of event logs. This algorithm extracts morphological fragments directly from a collection of event logs in a polynomial time complexity. In our work, the fragmentation algorithm considers a collection of process models as a whole. There are some directions for future work which are summarized as follows:

— Extracted common fragments from various organizations can be used in many applications. We intend to use these fragments in evaluating process models and extracting best recommendable process model among a family of process models. We would like to investigate the possibility of identifying and using the most suitable fragments to generate the best process model according to user preferences.

— We have defined two local and global parameters in Section 4. There is the need to analyze these parameters for different values to identify their impact on the quality of the extracted morphological fragments.

— In our work, we have used a top-down method for extracting common fragments. In this approach, we extract the fragments, which have prescribed constraints. For future work, we would like to use statistical analysis in a bottom-up approach to reach a new definition for operationally identical fragments, which would include a wider range of fragments with fewer limitations.
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